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Petitioners, by and through their counsel, hereby move pursuant to Rule 

1532(a) of the Pennsylvania Rules of Civil Procedure for special relief in the form 

of a preliminary injunction requesting that the Commonwealth be: (1) enjoined 

from using the ExpressVote XL in any election; (2) required to decertify the 

ExpressVote XL; and (3) ordered to implement replacement systems that are not in 

violation of the Pennsylvania Election Code or the Pennsylvania Constitution in 

order to maintain the integrity of Pennsylvania’s electoral system and its 

democracy as a whole.  In support of their application, Petitioners hereby 

incorporate the Verified Petition for Review filed in this action on December 12, 

2019. Petitioners further state the following: 

BACKGROUND 

1.  As set forth more fully in the Petition filed on December 12, 2019, as 

well as the brief in support of this request for special relief in the form of a 

preliminary injunction, Petitioners allege that the certification and use of the 

ExpressVote XL violates the Pennsylvania Constitution as well as the 

Pennsylvania Election Code.  

2. The ExpressVote XL is a polling place voting device. It is one of 

several voting machines which were introduced in the last few years which are 

commonly referred to as all-in-one hybrid voting machines. They are called “all-

in-one” because they combine two tasks which are more often performed by two 
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separate devices: marking a voter’s choices on a piece of paper, and tabulating 

votes from a piece of paper. In an all-in-one hybrid, these two voting processes are 

contained in a single device.  

3. A voter uses the ExpressVote XL by inserting into the device a 4.25-

inch wide blank card made of thermal paper. The voter uses the device’s touch-

operated screen and/or assistive technology to select choices in one or more 

contests in the current election.  

4. Once the voter finishes selecting his choices, he selects the “Print” 

button and at that point the ExpressVote XL tabulates those choices by creating 

two versions of the voter’s choices on the ballot card: an unreadable bar code 

version which will be read by the machine to tally the votes, and readable human 

text below which purportedly represents the same information contained in the bar 

code.  

5. The ExpressVote XL is designed so that the ballot card passes under 

the print head again and after it has already been inspected by the voter while on 

the way to ballot box.  (Exhibit A, Appel Decl. ¶ 42.)  At this point, hacked 

software can be programmed to record different votes. (Appel Decl. ¶ 43.)  This is 

a severe security flaw:  the ExpressVote XL’s hardware is designed so that, if it 

malfunctions or if rogue software is installed, it can alter or print additional votes 

on the ballot, after the voter approves the ballot for deposit into the ballot box.  
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Even those voters who inspect their ballot and notice nothing amiss cannot ensure 

their vote is correctly marked. And election officials auditing or recounting paper 

ballots cannot be sure they are seeing the same votes that the voter saw.  (Id. at ¶ 

44.)  Put simply, there is no way to ensure that a voter’s vote is securely cast and 

vote totals reflect the will of the electorate.  

6. All of the above is in violation of Pennsylvania Election Code, 

Section 1101-A, 25 P.S. § 3031.1, which was written to ensure that a voter’s vote 

remains secure and that every voting machine provide a permanent physical record 

of all cast votes.  The ExpressVote XL does neither. While the insecurity of the 

voting machine is its most troubling feature, the machine violates many other 

sections of the Pennsylvania Election Code and the Pennsylvania Constitution, 

including Sections 1107-A and 1111-A of the Pennsylvania Election Code, 

ensuring secrecy in voting and accessibility for those with disabilities. 

7. Based on these concerns, in July 2019, before the machines were used 

in any election, some of the parties to this suit along with other concerned citizens 

(collectively, the “Petitioners”) petitioned the Secretary of the Commonwealth of 

Pennsylvania (“the Secretary”) to reconsider the certification of the machines. (Ex. 

H, Grossberg Decl. Ex. 6, Reexamination Request Petition (“Petition”).)  However, 

the Secretary gave little weight to their concerns and dismissed the petition in a 

largely perfunctory manner. (Grossberg Decl. Ex. 7, Report Concerning the 
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Reexamination Results of Election Systems and Software ExpressVote XL, issued 

by Secretary Boockvar on September 3, 2019 (“Reexamination Report”).) 

8. Many of the concerns the Petitioners raised came to fruition when the 

machines were debuted in Philadelphia and Northampton in the November 5, 2019 

general election. Several major issues with the ExpressVote XL were reported on 

and after Election Day. The ExpressVote XL machine incorrectly tabulated votes 

in numerous contests, and voters reported problems using the touchscreens and 

difficulty reading the machine-printed ballots to confirm they were correct. (Ex. B, 

Bruno Decl. ¶ 6; Grossberg Decl., Ex. 9; Grossberg Decl., Ex. 10, In re 2019 

Municipal Election, Nov. 5, 2019, at 6:3-23).)  Many voters had difficulty 

verifying their selections. (Ex. D, Hanna Decl.; Ex. E, Morales Decl.) There were 

security issues with the machines during the November 5, 2019 election, with 

administrator control panels left open during voting (Ex. G, Rubin Decl.; Hanna 

Decl.) and poll workers wearing the administrator security code for the machines 

in plain view on cards around their necks (Ex. C, Garella Decl.). Secrecy in voting 

was severely compromised, with poll workers needing to enter the voting booth 

and view a ballot card in order to assist a voter wanting to exercise their right to 

spoil a ballot (Garella Decl.), and furthermore the post-election commingling of 

ballot cards that was intended to preserve anonymity of voters was both ineffective 

and completed in an insecure location with open access to ballot cards (id.). 
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9. Because of their concerns and the above highlighted problems, which 

will no doubt continue to persist without court intervention, Plaintiffs filed a 

petition for review with the Commonwealth Court on December 12, 2019 alleging 

that the insecurities in the ExpressVote XL are in violation of the Pennsylvania 

Election Code and the Pennsylvania Constitution and deny voters the right to free 

and fair elections, and the right to suffrage.  

INJUNCTIVE RELIEF 

10.     Pursuant to Pa. R. A.P. 1532(a), this Court may order special relief, 

including a preliminary or special injunction “in the interest of justice and 

consistent with the usages and principles of law.” The standard for obtaining a 

preliminary injunction under this rule is the same as that for a grant of a 

preliminary injunction pursuant to the Pennsylvania Rules of Civil Procedure. 

Shenango Valley Osteopathic Hosp. v. Dep’t of Health, 499 Pa. 39, 51, 451 A.2d 

434, 441 (Pa. 1982); Commonwealth ex rel. Pappert v. Coy, 860 A.2d 1201, 1204 

(Pa. Commw. Ct. 2004). Preliminary injunctive relief may be granted at any time 

following the filing of a Petition for Review. See Pa. R. A.P. 1532(a). 

11. The factors for the Court to consider before issuing a preliminary 

injunction are as follows: (1) whether the injunction is necessary to prevent 

immediate and irreparable harm that cannot be adequately compensated by 

damages; (2) whether greater injury would result from refusing the injunction than 
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from granting it; (3) whether the injunction will restore the parties to their status as 

it existed immediately prior to the alleged wrongful conduct; (4) whether plaintiffs 

are likely to prevail on the merits; (5) whether the injunction is reasonably suited to 

abate the offending activity; and (6) whether the injunction will not adversely 

affect the public interest. Free Speech LLC v. Philadelphia, 884 A.2d 966, 970 (Pa. 

Commw. Ct. 2005); Kessler v. Broder, et al., 2004 PA Super 200, 851 A.2d 944, 

946 (Pa. Super. Ct. 2004) (citing Summit Towne Centre, Inc. v. Shoe Show of 

Rocky Mt., Inc., 573 Pa. 637, 646, 828 A.2d 995, 1001 (Pa. 2003).) 

12. As set forth more fully in Petitioners’ brief filed herewith, as well as 

the Petition of December 12, 2019, Petitioners meet all of the requirements for a 

preliminary injunction in this case.  

13. First, an injunction is necessary to prevent immediate and irreparable 

harm. The certification and continued use of the ExpressVote XL threatens such 

harm by impermissibly burdening the fundamental right to vote and thereby 

disenfranchising Petitioners and many other Pennsylvania voters. 

14. Second, greater injury would result from allowing the ExpressVote 

XL to be used in upcoming elections than from issuing the requested injunctive 

relief. The Commonwealth has not identified any credible reason that suggests it 

would be unduly burdened by decertifying the ExpressVote XL when other 

certified systems can be used in the upcoming 2020 primary. Moreover, the 
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Commonwealth has averred that security of the election results, and confidence in 

electoral outcomes is of the highest importance to the state. If that is true, it should 

be equally as concerned as Petitioners about the continued use of the ExpressVote 

XL. By contrast, continued use of the ExpressVote XL would surely disenfranchise 

actual voters and undermine voter confidence in the electoral system.  

15. Third, Petitioners are likely to prevail on the merits of the underlying 

claims in this case. The fundamental right to suffrage, free from burden, cannot be 

abridged absent the most compelling state interest. Here, the state has no rational 

basis, much less a compelling interest that would suffice to continue to use the 

ExpressVote XL, while at the same time risking that voters’ choices are not 

correctly recorded and tabulated, and thereby jeopardizing the accuracy of election 

outcomes. In any event, the test for a preliminary injunction is not whether 

Petitioners are “guaranteed to prevail,” but instead is whether there is sufficient 

evidence to show that “substantial legal questions must be resolved to determine 

the rights of the respective parties.” Ambrogi v. Reber, 2007 PA Super 278, 932 

A.2d 969, 980 (Pa. Super. Ct. 2007). The fact that the ExpressVote XL has already 

proved to be an unreliable voting system is proof that Petitioners’ concerns are 

well-founded and grounded in a legal basis for relief. Moreover, it is evident that 

many more voters in addition to the named Petitioners would be disenfranchised or 
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impermissibly burdened should the ExpressVote XL be used again in forthcoming 

elections. 

16. Fourth, the requested injunctive relief is reasonably suited to abate the 

offending activity as it maintains the status quo. See City of Philadelphia v. 

Commonwealth, 837 A.2d 591, 604 (Pa. Commw. Ct. 2003) (granting preliminary 

injunctive relief and noting that “the public interest lies in favor of maintaining the 

status quo” pending determination of the merits in the case).  “The status quo to be 

maintained is the last actual and lawful uncontested status, which preceded the 

pending controversy.”  Corbett v. Snyder, 977 A.2d 28, 43 (Pa. Commw. Ct. 

2009). Here the offending activity that the injunction is designed to remedy is the 

improper certification of the ExpressVote XL.  Simply put, no violation will occur 

if the Court enjoins the Secretary to decertify the machine.  The Commonwealth 

also has multiple avenues to pursue in order to correct the offending activity, all of 

which are reasonably suited to correct the ill and put no undue burden on the 

Commonwealth or the affected counties in implementation of a new system. 

17. Finally, given that an injunction will do nothing more than preserve 

the right of suffrage in its current form, it will not adversely affect the public 

interest. By definition, “[t]he public interest ... favors permitting as many qualified 

voters to vote as possible.” League of Women Voters of N. Carolina v. North 

Carolina, 769 F.3d 224, 247–48 (4th Cir. 2014); see also Purcell v. Gonzalez, 549 
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U.S. 1, 4 (2006) (the public has a “strong interest in exercising the fundamental 

political right to vote” (citations omitted)). And “upholding constitutional rights 

serves the public interest.” Newsom v. Albemarle Cnty. Sch. Bd., 354 F.3d 249, 261 

(4th Cir. 2003). A preliminary injunction is also in the public’s best interest 

because it would enhance the integrity of the electoral processes that are “essential 

to the functioning of our participatory democracy.” Purcell, 549 U.S. at 4. The 

Commonwealth cannot seriously demonstrate injury resulting from the relief that 

Plaintiffs request. The cost and time it would take for the Commonwealth to move 

to a voter-verifiable secure system do not outweigh Plaintiffs’ significant 

constitutional interests. On balance of the injuries, the facts overwhelmingly favor 

granting Plaintiffs’ injunction. 

   WHEREFORE, for all of the foregoing reasons and those alleged in the 

Petition for Review, Petitioners respectfully request that this Honorable Court 

grant their Application for Special Relief in the Nature of a Preliminary Injunction 

and enter an order enjoining Respondent, her agents, servants, and officers, and 

others from certifying the ExpressVote XL voting machine from use in 

Pennsylvania, and provide any ancillary relief necessary to effectuate the Court’s 

order. 
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AND NOW, this          day of                    , 2020, upon consideration of 

Petitioners’ Petition for Review and Application for Special Relief in the Nature of 

a Preliminary Injunction, it is hereby ORDERED that said Application is 

GRANTED. 

IT IS FURTHER ORDERED that Respondent and her agents, servants, 

and officers and others are hereby: (1) enjoined from using the ExpressVote XL in 

any election; (2) required to decertify the ExpressVoteXL; (3) and ordered to 

implement replacement systems that are not in violation of the Pennsylvania 

Election Code or the Pennsylvania Constitution. 

 

      BY THE COURT: 

 

 

      ______________________________ 
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DECLARATION OF ANDREW W. APPEL 

 

I, Andrew W. Appel, declare as follows: 

 

1. I make this declaration of my own personal knowledge and, if called as a witness, 

could and would testify competently thereto. 

2. My background, qualifications, and professional affiliations are set forth in my 

curriculum vitae, which is attached as Exhibit A. I have over 40 years’ experience in 

computer science, and 15 years’ experience studying voting machines and elections. 
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3. I am the Eugene Higgins Professor of Computer Science at Princeton University, 

where I have been on the faculty since 1986 and served as Department Chair from 

2009-2015.  I have also served as Director of Undergraduate Studies, Director of 

Graduate Studies, and Associate Chair in that department.  I have served as Editor in 

Chief of ACM Transactions on Programming Languages and Systems, the leading 

journal in my field. In 1998 I was elected a Fellow of the Association for Computing 

Machinery, the leading scientific and professional society in Computer Science. 

4. I received an A.B. (1981) from Princeton University summa cum laude in Physics, 

and a PhD (1985) from Carnegie Mellon University in Computer Science. 

5. I have taught undergraduate and graduate courses at Princeton University in 

programming, programming languages, software engineering, election machinery, 

software verification, and formal methods. 

6. I have testified on election technology before the U.S. House of Representatives 

(subcommittee on information technology, 2016), the New Jersey legislature (several 

committees, on several occasions 2005-2018), the Superior Court of New Jersey 

(Mercer County, 2009;  Cumberland County, 2011), the New York State Board of 

Elections (2019), the Freeholders of Mercer County (2017 and 2019) and Essex 

County (2019). 

7. I have published over 100 scientific articles and books, including many papers on 

computer security and several papers on voting machines, election technology, and 

election audits. 
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8. I have served as a peer-review referee for the Usenix Electronic Voting Technology 

workshop. 

9. I am not being compensated for my work related to this matter.  I expect that my 

expenses, if any, will be reimbursed. 

10. All computer-based vote-recording and vote-counting machines can be “hacked” to 

make them cheat.  That is, a person or persons can install fraudulent software that 

deliberately misrecords or miscounts votes, to alter the outcome of elections. 

11. There are many ways to install fraudulent software in a computer—to “hack” it.  

Depending on the computer system, it may be possible to do it with physical access 

(replace a memory chip on the motherboard, or insert a cartridge or thumb-drive in a 

slot) or over a network.  Modern computer systems have many layers of software, 

and an insecurity in any one of those layers can compromise the security of all the 

layers above it.1  Therefore it is implausible to say that any computer—or voting 

machine—is perfectly secure, and as a practical matter a state or county cannot hope 

to make its computer systems perfectly secure against sophisticated attackers. 

12. Some voting machines have no network connection, so it is sometimes claimed that 

they are “not connected to the Internet.”  But every voting machine needs to be “told” 

before every election, what contests are on the ballot, and which candidates are 

                                                 
1 See pages 89-90 of:  Securing the Vote: Protecting American Democracy, by National Academies of 

Science, Engineering, and Medicine (Lee C. Bollinger, Michael A. McRobbie, Andrew W. Appel, Josh 

Benaloh, Karen Cook, Dana DeBeauvoir, Moon Duchin, Juan E. Gilbert, Susan L. Graham, Neal 

Kelley, Kevin J. Kennedy, Nathaniel Persily, Ronald L. Rivest, Charles Stewart III), 

https://doi.org/10.17226/25120, September 2018. 

https://doi.org/10.17226/25120
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running in those contests.  This “Ballot Definition File” needs to be downloaded into 

every voting machine before every election.  On voting machines with no direct 

network connection, this is done by installing a removable media (memory card, or 

thumb-drive) into the voting machine.  But those memory cards must be 

“programmed” from some other computer, typically a county election management 

computer or private election contractor’s computer, that is sometimes connected to 

the Internet.  It is well understood as a principle of computer security—and it has 

been demonstrated in practice on real voting machines—that fraudulent vote-stealing 

software can be made to propagate on those removable-media memory cards.  

Therefore, an attacker anywhere on the Internet could install fraudulent software on a 

county’s voting machines, even though those machines have no direct network 

connection. 

13. For that reason, many countries avoid the use of computers to count votes: voters 

mark or select paper ballots by hand, and pollworkers count them.  This works well 

in unitary parliamentary systems of government where, in a typical election, there is 

only one contest on the ballot.  It does not work well in the United States, which has a 

Federal system in which a single election may have many separate contests; vote-

counting entirely by hand would be very time-consuming and error-prone. 

14. Most U.S. election jurisdictions (states, counties, or other jurisdictions), including 

many counties in Pennsylvania, use a system of optical-scan vote counting of hand-

marked paper ballots.  This is the most secure system that I know of: although the 
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optical scanner is a computer, and could be hacked to make it cheat, the paper ballots 

marked by the voters can be recounted by human inspection, yielding the true 

election outcome (the one indicated by a plurality of voters) no matter what 

computers may have been hacked. 

15. A full by-hand recount can detect and correct computer-based fraud (hacking), 

computer bugs and misprogramming, miscalibration of voting machines, or other 

mistakes.   But full recounts are expensive and time-consuming.  Methods of random 

audits, in which a small sample of the ballots are inspected, compared, and counted, 

can be much more efficient.  A class of those methods called Risk-Limiting Audits 

(RLAs) can make strong statistical guarantees of effectiveness: any hack, bug, or 

miscalibration will be detected and corrected with high (and known) probability. 

16. Some election jurisdictions (including many in Pennsylvania, New Jersey, Georgia, 

Louisiana, and other states) have used Direct Recording Electronic (DRE) voting 

computers.  This is an extremely insecure system:  if the voting computers are hacked 

to misrecord votes and change an election outcome, there would be no visible 

evidence—and depending on the technology, in some cases no evidence at all.  RLAs 

cannot detect or correct such hacking.  No amount of “logic and accuracy testing” 

(LAT) can detect such hacking, because fraudulent software can easily be 

programmed to distinguish between LAT mode and real election mode.  

17. Because DRE voting machines are hackable and not recountable, many states, 

including Pennsylvania, are abandoning the use of DRE voting machines. 
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18. Some voters cannot mark a paper ballot by hand, because of a visual impairment or 

motor disability.  Federal law since 2002 requires every polling place to have an 

accessible voting system.  In polling places that use hand-marked optical-scan 

ballots, a typical accommodation used is a Ballot-Marking Device (BMD): this is a 

computer with a touch-screen and with alternate input methods (such as an audio 

interface for blind voters or a sip-and-puff interface for voters with severe motor 

disabilities) that allow voters to indicate their votes; the BMD then prints a ballot that 

may be counted by an optical scanner. 

19. Recently, some election jurisdictions have proposed to use, or have begun using, 

BMDs for all voters.   That is, all voters at the polling place use a touch-screen to 

indicate their votes, and the BMD prints out a paper ballot that can be counted by an 

optical scanner. 

20. In this declaration I shall explain the severe insecurity of BMDs that cannot be 

corrected by any kind of recount or random audit. 

21. Furthermore, some jurisdictions have proposed to use, or have begun using, “hybrid” 

or “all-in-one” voting machines that combine a BMD with an optical scanner in the 

same paper path.  The ES&S ExpressVote XL is an example of such a machine.  In 

this declaration I shall explain why such machines are even more insecure than 

ordinary BMDs. 
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22. Like any computer-based voting machine, BMDs can be “hacked,” that is, their vote-

marking software can be replaced by fraudulent vote-stealing software that steals 

votes by recording different votes on the paper ballot than what the voter indicated on 

the touchscreen.  Logic and accuracy testing (LAT) cannot detect such fraud, because 

the software can easily be programmed to cheat only on the actual election day.2 

23. BMDs (and all-in-one machines such as the ExpressVote XL) are insecure because 

(1) most voters do not inspect the printed-out paper ballot carefully enough to notice 

whether the BMD has printed the same vote that they indicated on the touchscreen, 

and (2) even if some voters do notice, at most they can correct their own votes—they 

cannot prove the machine has been cheating—so their neighbors who did not 

carefully inspect their printed-out paper ballots will still have their votes stolen, and 

election outcomes can be successfully altered by hackers. 

24. This empirical evidence and consequent analysis has been described in a series of 

scientific papers.   

25. DeMillo, Kadel, and Marks3 observed a real polling place in Tennessee, where voters 

used touchscreen BMDs to produce paper ballot cards, and then carried these ballot 

cards to an optical scanner.  The researchers sat in a part of the room where 

                                                 
2 So-called “parallel testing” cannot reliably detect this fraud either; see: There is no Reliable Way to 

Detect Hacked Ballot-Marking Devices, by Philip B. Stark, August 21, 2019, 

https://arxiv.org/abs/1908.08144 

 
3 What Voters are Asked to Verify Affects Ballot Verification: A Quantitative Analysis of Voters' 

Memories of Their Ballots,  by Richard DeMillo, Robert Kadel, and Marilyn Marks, (November 23, 

2018). Available at SSRN: https://ssrn.com/abstract=3292208. 

https://arxiv.org/abs/1908.08144
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pollwatchers were permitted—close enough to observe voters but not close enough to 

see which candidates the voters selected.  The researchers observed that 47% of the 

voters did not look at the contents of the ballot card; and of the 53% that did look at 

the ballot, they spent an average of 3.9 seconds inspecting it.  There were 18 contests 

on the ballot, so this is less than ¼ second per contest. 

26. Bernhard et al.4 performed a controlled experiment:  they set up BMDs in a public 

library in Michigan, and asked library patrons to participate in “a study about the 

usability of a new type of voting machine.”  The BMDs were specially hacked to print, 

in one contest per paper ballot, a different candidate than the voter had selected.   Only 

7% of the voters reported the error to a poll worker, and only 8% reported the error on 

an exit survey. 

27. The conclusion of both studies, and of earlier studies of “review screens” of 

touchscreen DREs, is that the vast majority of voters who use a touchscreen to indicate 

their ballot choices, do not carefully enough review their marked ballots to notice 

whether anything is marked differently than the vote they indicated on the screen. 

28. If most voters don’t inspect their BMD-marked ballots, then what are the 

consequences for the hackability (conversely, auditability) of elections?  I analyzed 

this question, along with Richard DeMillo of Georgia Tech and Philip Stark of the 

                                                 
4 Can Voters Detect Malicious Manipulation of Ballot Marking Devices?  by Matthew Bernhard, Allison 

McDonald, Henry Meng, Jensen Hwa, Nakul Bajaj , Kevin Chang, and J. Alex Halderman.  Accepted 

for publication, IEEE Symposium on Security and Privacy, May 2020. 
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University of California, Berkeley.5  We considered a scenario such as this one:  an 

attacker wishes to change an election outcome from 53%-47% (a victory) to 48%-52% 

(a loss) for candidate A versus candidate B in some downballot race such as State 

Senator or Sheriff.  To do so, he programs the BMDs to alter 5% of the votes from A 

to B.   Assuming only 10% of the voters inspect their ballots carefully in all the 

downballot races, then only 1 in 200 voters will notice. 

29. If a voter notices that the paper ballot has a different candidate marked than they 

intended to vote for, the voter is supposed to inform a pollworker, who is then 

supposed to void that ballot and allow the voter to mark a fresh ballot.  In this case 

(provided that the machine does not cheat again), the voter has corrected their vote.  

Consequently (because most voters won’t notice), the machine succeeds in altering 

only 4.5% of the votes instead of 5% of the votes, and the reported outcome is 49%-

51%, a loss for candidate A, instead of the true outcome 53%-47% corresponding to 

what the voters indicated on the touchscreen. 

30. You might think, “but some voters caught the machine cheating red-handed,” in 

that they indicated candidate A on the touchscreen but found candidate B marked on 

the paper.  But the voter cannot prove that the machine cheated: by the time the paper 

ballot is printed, the hacked software has been programmed to alter what appears on 

the screen. 

                                                 
5 Ballot-Marking Devices (BMDs) Cannot Assure the Will of the Voters, by Andrew W. Appel, Richard 

A. DeMillo, and Philip B. Stark, April 2019. Available at SSRN: https://ssrn.com/abstract=3375755. 
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31. You might think, “if 1 in 200 voters reports that the machine is malfunctioning, 

that’s strong evidence that the election has been hacked.”  But election officials cannot 

change an election outcome just because 0.5% of the voters report an error; if that were 

the practice, than small groups of voters could invalidate elections by fraudulently 

reporting that their ballots were misprinted. 

32. You might think, “some sort of audit should catch such hacked BMDS.”  But a 

recount or random audit can only check the tabulation of what’s printed on the paper: it 

cannot go back in time and understand how that mark got made on the paper. 

33. Therefore, BMD-marked ballots are not meaningfully auditable or recountable:  

hacked BMDs can cheat in a way that cannot be corrected. 

34. In contrast, when a voter marks an optical-scan “bubble ballot” with a pen, no 

hackable computer intermediary stands between the voter’s indication of a vote (the 

mark made with the pen) and the mark that is read by human recounters or auditors.  

Hand-marked paper ballots are auditable and recountable. 

35. In the last few paragraphs I have been discussing BMDs that print a paper ballot 

but do not scan or tabulate.  That is, after the voter indicates votes the touch-screen of 

such a BMD, the machine prints a paper ballot, and the voter carries this paper ballot to 

a separate machine—an optical scanner—which reads the ballot, tabulates the ballot, 

and deposits it into a ballot box.  Now I will discuss “hybrid” or “all-in-one” BMDs 

such as the ExpressVote XL. 
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36. The ES&S ExpressVote XL is a full-face touchscreen voting machine, that (after 

the voter finishes indicating votes on the touchscreen) prints a paper ballot card and 

displays it under a plastic screen.  I have studied this machine and I have seen on in 

operation at a voting-system vendors’ fair in Trenton, NJ (March 2019).  The ballot is 

printed with human-readable candidate-selections as well as bar codes that can be read 

by an optical scanner built into the machine.   After the voter inspects the ballot and 

accepts it by pressing a spot on the screen, the ballot is pulled into a ballot box where it 

is preserved.  In that sense the ExpressVote XL is a “hybrid” or “all-in-one” voting 

machine that combines a Ballot Marking Device (BMD) with an optical scanner and a 

tabulator. 

37. The ExpressVote XL is subject to the same security vulnerability as any BMD:  if 

its computer is hacked to steal some fraction of the votes in a particular contest, and to 

deliberately mismark the paper ballot, then most voters will not notice.  Those voters 

who do notice will have recourse limited to correcting only their own votes, and 

therefore the BMD succeeds in stealing the vast majority of votes that it attempts to 

steal. 

38. This is a severe problem, and defeats the purpose of switching from paperless 

DREs to paper ballots. 

39. In addition to this security flaw, the ExpressVote XL has additional security flaws: 

(1) the voter cannot hold the paper ballot to comfortably read it, (2) the procedure for 
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voiding mismarked ballots compromises the secret ballot, (3) the printer can print more 

votes on the ballot after the voter last inspects the paper. 

40. Most BMDs print out a paper ballot that the voter can hold in her hand to inspect 

it.  Voters with moderate vision impairments, who may need to use a magnifying glass, 

a portable scanner, or simply good ambient light, can read such a ballot.  In contrast, 

the ExpressVote XL displays the paper ballot under plexiglass, at an angle the voter 

cannot control, with lighting that the voter cannot control, in a block-capitals font that 

is small and difficult to read.  This physical arrangement is surely not conducive to 

voters doing careful inspection of every contest on the ballot, although I am not aware 

of any scientific study of this particular machine’s ergonomics. 

41. If and when a voter notices that the paper ballot is incorrectly marked, the voter is 

supposed to ask a pollworker for assistance.  I understand that the design of the 

ExpressVote XL causes the pollworker, in giving assistance, to enter the booth where 

the voter’s candidate selections are visible.  This defeats the secret-ballot protection for 

this voter.  In our hypothetical candidate A-vs-B scenario, the voter might be reluctant 

to disclose that she was intending to vote for candidate A. 

42. The ExpressVote XL has another significant security flaw.  The ballot-marking 

printer is in the same paper path as the ballot-box deposit feature.  That is, after the 

voter inspects and accepts the paper ballot, the machine transports the paper ballot past 

the print head on its way to depositing it the ballot box.   That means, after the last 
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time the voter has an opportunity to inspect the paper ballot, the voting machine can 

print more votes onto the ballot. 

43. In its normal operation, with the manufacturer’s original software installed, the 

ExpressVote XL does not print more votes onto the ballot after the voter inspects it and 

presses “accept.”  But if a hacker installs fraudulent software in the ExpressVote XL, 

he can easily program it to illegitimately print such votes.  For example, if some voters 

choose not to vote in the race for Sheriff, the illegitimate software can leave a blank 

space on the ballot for that contest.  The voter inspects the paper ballot and notices 

nothing amiss.  Then when the machine pulls the ballot card up on its way into the 

ballot box, past the print head, the fraudulent software can print a vote for Sheriff in 

the blank space.6 

44. This is a severe security flaw:  the ExpressVote XL’s hardware is designed so that 

(if rogue software is installed) it can print additional votes on the ballot, after the voter 

approves the ballot for deposit into the ballot box.  Election officials auditing or 

recounting paper ballots cannot be sure they are seeing the same votes that the voter 

saw. 

                                                 
6 The manufacturer’s software does not print a blank space for an undervote, it prints “NO 

CANDIDATE SELECTED.”  But in this scenario, the manufacturer’s software is not running, the 

fraudulent software is running.  It is reasonable to assume that the vast majority of voters are not so 

intimately familiar with the printed paper ballot-card format that they know to expect NO CANDIDATE 

SELECTED rather than a blank space. 
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45. I described this class of security flaws in an article7 published October 22, 2018:  

“Any voting machine whose physical hardware can print votes onto the ballot after the 

last time the voter sees the paper,  is not a voter verified paper ballot system, and is not 

acceptable.” 

46. In summary, paperless DREs are insecure because they are computers that can be 

hacked, and if hacked can steal votes without the ability of election officials to detect 

or correct the fraud.  It is my understanding that officials of the Commonwealth of 

Pennsylvania have decided to abandon the use of DREs, principally for this reason. 

47. Ballot-marking devices (including the ExpressVote XL) are insecure in much the 

same way as paperless DREs: they are computers that can be hacked, and if hacked 

they can steal votes without the ability of election officials to detect or correct the 

fraud.  Some individual voters can detect the fraud, but there is no reliable way they 

can demonstrate this to election officials in a way that the election official can act upon 

it.  Therefore, the same reasons for which an official of the Commonwealth would 

reject the use of DREs should also apply to BMDs. 

48. All-in-one BMDs (including the ExpressVote XL) are computers that can be 

hacked, and if hacked they can steal votes without the ability of election officials to 

detect or correct the fraud.  Individual voters can detect the fraud only with great 

difficulty and sophistication, and (even if they do) there is no reliable way they can 

                                                 
7 An unverifiability principle for voting machines, by Andrew W. Appel, https://freedom-to-

tinker.com/2018/10/22/an-unverifiability-principle-for-voting-machines/,  October 22, 2018. 

https://freedom-to-tinker.com/2018/10/22/an-unverifiability-principle-for-voting-machines/
https://freedom-to-tinker.com/2018/10/22/an-unverifiability-principle-for-voting-machines/
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demonstrate this to election officials in a way that the election official can act upon it.  

Therefore, the same reasons for which an official of the Commonwealth would reject 

the use of DREs should also apply to all-in-one BMDs. 
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David McAllester. ACM Transactions on Programming Languages and Systems 23 (5) 657-683,
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Implementation, pp. 208-219, June 2003.

69. Foundational Proof Checkers with Small Witnesses, by Dinghao Wu, Andrew W. Appel, and Aaron
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79. Oracle Semantics for Concurrent Separation Logic, by Aquinas Hobor, Andrew W. Appel, and Francesco
Zappa Nardelli, in ESOP'08: European Symposium on Programming, April 2008.
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91. A Certificate Infrastructure for Machine-Checked Proofs of Conditional Information Flow, by Torben
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93. Security Seals On Voting Machines: A Case Study, by Andrew W. Appel. ACM Transactions on
Information and System Security (TISSEC) 14 (2) pages 18:1--18:29, September 2011.

94. Verified Heap Theorem Prover by Paramodulation, by Gordon Stewart, Lennart Beringer, and Andrew W.
Appel. In ICFP 2012: The 17th ACM SIGPLAN International Conference on Functional Programming,
pp. 3-14, September 2012.

95. Mostly Sound Type System Improves a Foundational Program Verifier, by Josiah Dodds and Andrew W.
Appel. 3rd International Conference on Certified Programs and Proofs (CPP 2013), December 2013.

96. Verified Compilation for Shared-memory C, by Lennart Beringer, Gordon Stewart, Robert Dockins, and
Andrew W. Appel. ESOP'14: 23rd European Symposium on Programming, April 2014.

97. Portable Software Fault Isolation, by Joshua A. Kroll, Gordon Stewart, and Andrew W. Appel. CSF'14:
Computer Security Foundations Symposium, IEEE Press, July 2014.

98. Compositional CompCert, by Gordon Stewart, Lennart Beringer, Santiago Cuellar, and Andrew W. Appel.
POPL 2015: The 42nd Annual ACM SIGPLAN-SIGACT Symposium on Principles of Programming
Languages, pages 275-287, January 2015.

99. Verified Correctness and Security of OpenSSL HMAC, by Lennart Beringer, Adam Petcher, Katherine Q.
Ye, and Andrew W. Appel. In 24th USENIX Security Symposium, pages 207-221, August 2015.

100. Verification of a Cryptographic Primitive: SHA-256, by Andrew W. Appel. ACM Transactions on
Programming Languages and Systems, 37(2) 7:1-7:31, April 2015.

101. Modular Verification for Computer Security, by Andrew W. Appel, in 29th IEEE Computer Security
Foundations Symposium (CSF'16), June 2016.

102. Shrink Fast Correctly! by Olivier Savary Belanger and Andrew W. Appel. Proceedings of International
Symposium on Principles and Practice of Declarative Programming (PPDP'17), 12 pages, October 2017
(PPDP’17).

103. Verified Correctness and Security of mbedTLS HMAC-DRBG by Katherine Q. Ye, Matthew Green,
Naphat Sanguansin, Lennart Beringer, Adam Petcher, and Andrew W. Appel. CCS'17: ACM Conference
on Computer and Communications Security, October 2017.

104. Bringing order to the separation logic jungle, by Qinxiang Cao, Santiago Cuellar, and Andrew W. Appel.
APLAS'17: 15th Asian Symposium on Programming Languages and Systems, November 2017.

105. A verified messaging system, by William Mansky, Andrew W. Appel, and Aleksey Nogin. OOPSLA'17:
ACM Conference on Object-Oriented Programming Systems, Languages, and Applications, October 2017.
Proceedings of the ACM on Programming Languages (PACM/PL) volume 1, issue OOPSLA, paper 87,
2017.

106. Position paper: the science of deep specification, by Andrew W. Appel, Lennart Beringer, Adam Chlipala,
Benjamin C. Pierce, Zhong Shao, Stephanie Weirich and Steve Zdancewic, Philosophical Transactions of
the Royal Society A 375:21060331 (24 pages), 2017.

107. VST-Floyd: A separation logic tool to verify correctness of C programs, by Qinxiang Cao, Lennart
Beringer, Samuel Gruetter, Josiah Dodds, and Andrew W. Appel. Journal of Automated Reasoning 61(1),
pp. 367-422, 2018. (Local copy)

108. Closure Conversion is Safe for Space, by Zoe Paraskevopoulou and Andrew W. Appel. Proceedings of the
ACM on Programming Languages, vol. 3, no. ICFP, article 83, 29 pages, doi 10.1145/3341687, August
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109. Abstraction and Subsumption in Modular Verification of C Programs, by Lennart Beringer and Andrew
W. Appel. FM2019: 23rd International Symposium on Formal Methods, October 2019.
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110. Debuggable concurrency extensions for Standard ML, by Andrew P. Tolmach and Andrew W. Appel,
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111. Efficient Substitution in Hoare Logic Expressions, by Andrew W. Appel, Kedar Swadi, and Roberto
Virga. 4th International Workshop on Higher-Order Operational Techniques in Semantics (HOOTS 2000),
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112. Fair use, public domain, or piracy ... should the digital exchange of copyrighted works be permitted or
prevented? (Rountable Panel II: Digital Video), by Andrew W. Appel, Jeffrey Cunard, Martin Garbus, and

https://dx.doi.org/10.1145/2019599.2019603
https://www.cs.princeton.edu/~appel/papers/veristar.pdf
https://www.cs.princeton.edu/~appel/papers/typecheck.pdf
https://www.cs.princeton.edu/~appel/papers/shmemc.pdf
https://flint.cs.yale.edu/esop2014/
https://www.cs.princeton.edu/~appel/papers/psfi.pdf
https://www.cs.princeton.edu/~appel/papers/compcomp.pdf
https://www.cs.princeton.edu/~appel/papers/verified-hmac.pdf
https://www.cs.princeton.edu/~appel/papers/verif-sha.pdf
https://www.cs.princeton.edu/~appel/papers/modsec.pdf
https://www.cs.princeton.edu/~appel/papers/shrink-fast-correctly.pdf
https://www.cs.princeton.edu/~appel/papers/verified-hmac-drbg.pdf
https://www.cs.princeton.edu/~appel/papers/bringing-order.pdf
https://dl.acm.org/citation.cfm?id=3133911
https://rsta.royalsocietypublishing.org/content/375/2104/20160331
https://rdcu.be/HuEH
https://www.cs.princeton.edu/~appel/papers/VST-Floyd.pdf
https://www.cs.princeton.edu/~appel/papers/safe-closure.pdf
https://doi.org/10.1145/3341687
https://www.cs.princeton.edu/~appel/funspec_sub.pdf
https://www.cs.princeton.edu/research/techreps/TR-352-91
https://www.cs.princeton.edu/~appel/papers/subst.pdf
https://www.cl.cam.ac.uk/users/amp12/hoots/Montreal2000/cfp.html
https://ir.lawnet.fordham.edu/iplj/vol11/iss2/4/


Edward Hernstadt, Fordham Intellectual Property, Media & Entertainment Law Journal, volume 11,
number 2, page 317, 2001.

113. A Trustworthy Proof Checker, by Andrew W. Appel, Neophytos G. Michael, Aaron Stump, and Roberto
Virga. In Verification Workshop - VERIFY 2002 and (jointly) in Foundations of Computer Security - FCS
2002 Copenhagen, Denmark, July 25-26, 2002.

114. A list-machine benchmark for mechanized metatheory (extended abstract) by Andrew W. Appel and
Xavier Leroy. LFMTP'06: International Workshop on Logical Frameworks and Meta-Languages: Theory
and Practice, August 2006.

115. Effective Audit Policy for Voter-Verified Paper Ballots, presented at 2007 Annual Meeting of the
American Political Science Association, Chicago, September 1, 2007.

Review Articles, Tutorials, Position Papers

116. Book Review of Garbage Collection: Algorithms for Automatic Dynamic Memory Management by
Richard Jones and Rafael Lins. Journal of Functional Programming 7(2), pp. 227-229, March 1997.

117. SSA is Functional Programming. ACM SIGPLAN Notices v. 33, no. 4, pp. 17-20, April 1998.
118. Protection against untrusted code. IBM Developer Works, September 1999.
119. Retrospective: Real-time Concurrent Collection on Stock Multiprocessors. 20 Years of the ACM/SIGPLAN

Conference on Programming Language Design and Implementation (1979-1999): A Selection, ACM
Press, 2004.

120. Foundational High-level Static Analysis. In CAV 2008 Workshop on Exploiting Concurrency Efficiently
and Correctly, July 2008.

121. Technical Perspective: The Scalability of CertiKOS, by Andrew W. Appel, Communications of the ACM,
vol. 62 no.10, page 88. DOI 10.1145/335690610.1145/3356906.

122. Freedom-to-Tinker: 16 articles on the freedom-to-tinker.com blog between 2007 and 2009; 6 articles in
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123. The Birth of Computer Science at Princeton in the 1930s, in A. W. Appel, ed., Alan Turing's Systems of
Logic: The Princeton Thesis, Princeton University Press, 2012.

124. Research Needs for Secure, Trustworthy, and Reliable Semiconductors, by Andrew Appel, Chris Daverse,
Kenneth Hines, Rafic Makki, Keith Marzullo, Celia Merzbacher, Ron Perez, Fred Schneider, Mani Soma,
and Yervant Zorian. Final workshop report of the NSF/CCC/SRC workshop on Convergence of Software
Assurance Methodologies and Trustworthy Semiconductor Design and Manufacture, 2013.

125. CertiCoq: A verified compiler for Coq, by Abhishek Anand, Andrew Appel, Greg Morrisett, Zoe
Paraskevopoulou, Randy Pollack, Olivier Savary Belanger, Matthieu Sozeau, and Matthew Weaver. In
CoqPL'17: The Third International Workshop on Coq for Programming Languages, January 2017.

126. Position paper: the science of deep specification, by Andrew W. Appel, Lennart Beringer, Adam Chlipala,
Benjamin C. Pierce, Zhong Shao, Stephanie Weirich, Steve Zdancewic. Philosophical Transactions of the
Royal Society A vol. 375, no. 2104, September 2017.

127. Securing the Vote: Protecting American Democracy, by National Academies of Science, Engineering, and
Medicine: Lee C. Bollinger, Michael A. McRobbie, Andrew W. Appel, Josh Benaloh, Karen Cook, Dana
DeBeauvoir, Moon Duchin, Juan E. Gilbert, Susan L. Graham, Neal Kelley, Kevin J. Kennedy, Nathaniel
Persily, Ronald L. Rivest, Charles Stewart III. September 2018.
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128. An Investigation of Galaxy Clustering Using an Asymptotically Fast N-Body Algorithm. Senior Thesis,
Princeton University, 1981.

129. Compile-time Evaluation and Code Generation in Semantics-Directed Compilers. Ph.D. Thesis, Carnegie-
Mellon University, July 1985.

130. Concise specifications of locally optimal code generators, Princeton Univ. Dept. of Computer Science CS-
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